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The aim of this research is to improve the process of teaching and learning programming. We have considered ISO/IEC

9126 software quality standard and theLean software developmentmethod applied to the process of teaching and learning

programming. Taking into account that each software system is characterized by the software syntax correctness, software

semantic correctness, and software quality, we argue for incorporating a software-metrics driven practice in the process of

teaching and learning programming. In this context, each software system should be in compliance with a software

development process. The fundamental principle applied in Lean programming education process is the detection of waste

(in terms of software quality violations, partially donework,motion, and defects) in the education process. In this way, it is

possible to improve the process of teaching and learning programming through a continuous inspection and improvement.

We have developed a software tool in order to improve the process of teaching and learning. To evaluate this approach, we

conducted an experiment with a total of 30 undergraduate students in which we investigated the violations of software

metrics in the students’ software projects. Although the number of participants in the experiment was limited, our findings

confirmed that software quality standards and the Lean software development method can be successfully applied to the

process of teaching and learning programming.
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1. Introduction

Software engineers are encountering different pro-
blems in software development process. Business

applications are distributed on multiple machines

and within multiple components. In addition, they

must be scalable and able to concurrently support

the work of a large number of users. At the same

time, applications should be easy tomaintain. These

circumstances constantly impose the need to deliver

software faster, at lower cost and with fewer defects
[1, 2]. For these reasons, even in the earliest periods

of software development experts saw the develop-

ment of software systems as a process with precisely

defined activities.

Software development is a complex process invol-

ving a number of models, methods, strategies, and

activities [3]. Therefore, a proper approach to a

software engineering education process is of a high
importance. Some of the questions that are in the

focus of researchers are related to software engi-

neering curricula, specific courses, teaching and

learning methods, and industrial relevance [4–7].

Programming is important part of a software

construction, which refers to the detailed creation

of working software through a combination of

coding, debugging and testing [8]. The main objec-
tive of initial programming courses is to develop

students’ analytical and problem-solving skills,

which could be expressed using a specific program-

ming language [9, 10]. There aremany proposals for

teaching programming [9–14] that differ in scope,

purpose, tools and techniques used. However, dif-

ferent learning problems are widely reported. The

lack of problem solving abilities and finding bugs in

programs are identified to be among the reasons

that cause learning problems [9, 15, 16].
In this paper, we introduce the Lean approach in

teaching programming with a focus on creating

value for students and teachers. This is achieved

by a continuous inspection and improvement of the

quality of software produced by students. Software

quality standards define the software quality attri-

butes in terms of software metrics. Software metrics

directly measure the fit of software quality attri-
butes, and at the same time measure the level of

quality of the overall software product. Lean

approach incorporates software quality standards

and software developmentmethods in the process of

teaching and learning programming. We promote

the idea of teaching students to develop programs in

amanner compliant with the procedures specified in

software quality standards. In order to verify the
feasibility of the proposed approach, SilabMetrics

tool have been developed as an extension of Sonar-

Qube, a software quality tool based on the ISO/IEC

9126 software quality standard.

The paper is organized in 7 sections. Section 2

presents the importance of software quality in the

software development process, as well as the Lean

approach, which advocates that themost important
goal of the production is creating a value for the
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customer. Section 3 presents Lean approach in the

process of teaching and learning programming.

Section 4 presents the experimental method used

for verifying the feasibility of the approach. Threats

to validity are presented in Section 5. The discussion

is presented in Section 6. Finally, we summarize the
results of the research, identify the limitations, and

present the main conclusions and further research

directions in Section 7.

2. Background

2.1 Software quality standards

The application of software systems to today’s

business is quite diverse, and their proper function-

ing is of the key importance for business success,

safety and economy [17]. For each software devel-

opment project, it is important to define its specific

meaning of software quality during the early plan-
ning phase [18]. Software quality improvement

methods have a valuable role in the software engi-

neering practice [19]. Some of thesemethods include

code inspections, design walkthroughs, prototype

simulations, and measurement-based analyses [20].

Software quality assurance does not represent an

optional activity in software development. In the

extreme case, a defect in a software system can cause
major problems, e.g., increasing the cost of software

maintenance, which can lead to dissatisfaction of

customers [21]. One of the methods used by many

organizations is to complywith standards inwriting

programming codes. This ensures uniformity and

compliance with the best practice, and consequen-

tially maximizes the quality attributes of the soft-

ware system in accordance with the defined quality
model.

The quality of a software system can be checked

by static and dynamic analyses of software quality.

Static analysis refers to software quality analysis

without running the program. On the other hand, a

dynamic analysis is the analysis of the attributes of a

running program and covers areas such as software

performances. Dynamic and static analyses are
complementary techniques [22, 23]. Figure 1

shows the tools that can be used for static and

dynamic analyses of software quality. Since the

paper considers the quality of the software in the

context of teaching and learning programming and

promotes continuous inspection and continuous

improvement of all parts of the software (which

does not have to be executable), the focus will be

directed to the static analysis of software quality.
Using tools for the static analysis of software quality

enables faster identification of bugs and defects in

the software, as well as their correction in the early

phases of software development process, when it is

much easier and cheaper to correct them [24].

ISO (International Organization for Standardi-

zation) and IEC (International Electrotechnical

Commission) are international organizations
whose activities are directed towards establishing

international standards in different areas. The stan-

dards ISO/IEC 25000 [25], ISO/IEC 14598 [26] and

ISO/IEC 9126 [27] are especially important for

software engineering. ISO/IEC 14598 gives a gen-

eral framework for the evaluation of software

products using themodel in ISO/IEC 9126 standard

[28]. Standard ISO/IEC 9126 is used to define the
software metrics that are used for measuring the

performances of software system. This standard is

also used to define the characteristics (or quality

attributes) of software system and adequate metrics

are being defined for each characteristic accordingly

[29]. ISO/IEC 9126 standard includes four parts [27,

30]: ISO/IEC9126-1 defines theQualitymodel, ISO/

IEC9126-2 defines Externalmetrics, ISO/IEC9126-
3 defines Internal metrics and ISO/IEC 9126-4

defines Quality in use metrics. The ISO/IEC 25000

series of standards will replace and extend ISO/IEC

9126 and ISO/IEC 14598 [28, 31].

Standards define the qualitymodel (e.g., ISO/IEC

9126 quality model, ISO/IEC 25000 quality model),

whereas each quality model contains several quality

characteristics. On the other hand, each character-
istic contains several subcharacteristics, while each

subcharacteristic contains several software metrics,

as shown in Fig. 2.

The cost of a completion of software project is a

very important aspect in software development

process. Given that the production of software is a

series of intellectual and technical activities per-

formed by highly-educated engineers, it becomes
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clear that the cost of the system greatly depends on

the time and effort required for its production [32].

Bymeasuring various characteristics of the software

product and its development process, actions can be

taken to increase software quality and reliability
[20]. In order to ensure the corresponding quality, it

is necessary to perform a proper specification and

evaluation of software quality. This can be accom-

plished by defining the corresponding attributes of

software quality, taking into account the purpose of

the application of the software. Software attributes

can characterize software quality of both the pro-

duct and software development process at the same
time [20].

2.2 Lean approach

The development of manufacturing has created a

need for different methods and approaches in pro-
duction in order to increase the level of quality and

assure continuous improvement of the production

process. Lean approach postulates that the most

important goal of the production is creating a value

for the end customer. Any consumption of

resources for any other purposes is therefore a

waste and should be eliminated [33, 34]. From the

customer’s perspective, the value represents any
action or process that a customer is prepared to

pay (the customer is certainly not prepared to pay

losses and problems that occur in the production

process). Lean approach has had a significant

impact on other approaches and, in addition to its

application to production, it is implemented in the

administration, services, education, software engi-

neering etc.
We can consider the software development pro-

cess in this context. A contemporary software

product is very complex; over the time it has evolved

from a product that represents the result of work of

an individual (or a small number of developers) to a

product that represents the work of hundreds of

multidisciplinary professionals who are often geo-

graphically dislocated. In addition, software devel-
opment is a complex process involving a number of

models, methods, strategies, activities, techniques,

and tools. Hence there is a need for good organiza-

tion of the software development process by select-

ing a software development approach that best suits

a particular software product.

Software engineering is becoming increasingly

agile, focusing on activities that impact on how

software is developed on a daily basis [35]. The
agile methods of software development (e.g.,

Extreme programming, Feature Driven Develop-

ment, Adaptive Software Development, Scrum,

Lean Software Development) are widely used in

software development process [36-38]. Lean is a

software developmentmethod based on the transfer

of positive experiences from the classic manufactur-

ing into the software development industry [33]. It is
primarily oriented on people and teams, which

means that it puts software engineers, who directly

produce software, in the central role. Lean, as agile

method, promotes software development in several

small iterations (usually from one to four weeks).

Each iteration requires teamwork during all activ-

ities of software development life cycle, including

gathering requirements, analysis, design, implemen-
tation, and testing phases. In addition, each itera-

tion should provide the required functionalities,

without bugs in the code or logic, in order to make

further customer requirements relate to future soft-

ware versions rather than to correct errors in the

current software version.

The fundamental principle applied in the Lean

software development is the elimination of waste
[33, 37]. Authors Marry and Tom Poppendieck in

[36] define seven types of waste in the software

development process and compare the list against

the waste of themanufacturing process, as shown in

Table 1.
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Fig. 2. The relationship between quality models, characteristics, subcharacteristics and software metrics.

Table 1. The Seven Wastes of Manufacturing and The Seven
Wastes of Software Development [36]

The Seven Wastes of
Manufacturing

The Seven Wastes of Software
Development

Inventory Partially Done Work
Extra Processing Extra Processes
Overproduction Extra Features
Transportation Task Switching
Waiting Waiting
Motion Motion
Defects Defects



The waste in Lean software development repre-

sents everything that does not bring the value to the

product from the end-user’s perspective:

� Partially Done Work refers to partially done

software development. The big problem with

partially done software is that a software devel-

opment teammight have no ideawhether or not it

will eventually work.

� Extra Processes refer to processes that consume
resources and slow down response time. Software

development team should concentrate on value-

adding processes to the final software product.

� Extra Features refers to adding new features to

the software product that are not required.

Taking into account that every line of code

increases complexity and is a potential failure

point, every extra feature is a serious waste.
� Task Switching refers to assigning people to

multiple projects. Belonging to multiple teams

or multiple projects usually causes more time in

order to switch from one task to another. Task

switching time should be eliminated.

� Waiting refers to delaying in software develop-

ment process (e.g., delays in starting a project,

delays in testing, and delays in deployment).
These delays increase time required for software

development.

� Motion refers tomoves required in order to finish

the assigned task (e.g., if a software developer has

a question, howmany motion does it take to find

out the answer).

� Defects refer to defects in a software product.

Defects can have high impact on further software
development and maintenance. Therefore, it is

very important to detect defects as soon as they

occur.

It is clear that these wastes e.g., ‘‘Partially Done

Work’’ or ‘‘Defects’’ do not represent the value for

the end-user; these defects must be eliminated by a

software development team. In this context, the first

step in waste elimination is its detection [36]. The

Lean software development is based on the contin-

uous improvement of people, processes, and tech-
nology and acting in accordance with that. In this

way, it is possible to correct defects in the early

phases of software development when it takes less

time and effort for their correction.

We examine the Lean approach in the process of

teaching and learning programming which is

instructed by the teacher. Taking into account that

students are fully committed to the course and their
software projects (each student has its own project),

there are no ‘‘Extra Processes’’ and ‘‘Task Switch-

ing’’. Students have precisely defined assignments

(previously approved by the teacher), which elim-

inates ‘‘Extra Features’’ and ‘‘Waiting’’. In this

context, we will consider ‘‘Partially Done Work’’,

‘‘Motion’’, and ‘‘Defects’’ as wastes that should be

eliminated.

2.3 Lean approach in engineering education

Engineering Education is facing more and more

challenges like: the proliferation of information,
the need for multidisciplinary for technological

development, the globalization of markets etc [39,

40]. These challenges require appropriate teaching

and learning methods and strategies in order to

bridge the gap between academy and industry.

Lean thinking principles are accepted interna-

tionally among many companies [34]. Therefore,

Lean provides ideal platform to educate engineers
[40]. Lean in Engineering Education includes a

systematic, student-centered and value-enhanced

approach to educational service delivery [41]. This

enables students to develop skills by integrating

comprehension, appreciation and application of

tools and concepts of engineering fundamentals

and professional practice [41].

Providing engineering students with knowledge
of Lean principles has positive impact on engineer-

ing education; in this way students can apply

theoretical knowledge in solving real-world pro-

blems [42]. This could be achieved through Pro-

ject-based learning (PBL), which is a process of

learning through the practical application of theo-

retical knowledge [42–44]. This is one of the major

trends in software engineering education [43].

3. Lean approach in the process of
teaching and learning programming

3.1 Description of the proposed approach

Lean approach can be applied in teaching and

learning programming. This is achieved by incor-

porating software quality standards in the process

of teaching and learning programming. More pre-

cisely, the process of teaching and learning pro-

gramming is guided by software quality standards.

In this context, we examine the transformation of

the programming task to task solution (represented
by students’ program code), as shown in Fig. 3.

In other words, software quality standards are

used in the specification and evaluation of software

quality of a students’ program code-task solution.

Our approach defines a model of software quality

and software metrics for measuring the level of

software quality. This implies that a student’s pro-

gram code has to be compliant with the software
metrics specified in the software quality model.

In the process of learning programming students

receive programming tasks and transform them to

program codes. To facilitate the proposed Lean

approach to teaching and learning programming,
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we have developed the SilabMetrics software qual-

ity tool. Using the SilabMetrics software quality

tool students have the opportunity to analyze the

program code and thus obtain feedback on its

quality. Feedback includes information about the

analyzed software classes, lines of code where a

software metric has been violated as well as the
description of the problem. In addition, the feed-

back includes a detailed explanation of the problem,

usually with examples of compliant and non-com-

pliant solutions. For example, if a student uses a

hard-coded value in a statement, SilabMetrics will

explain that this program code is hard to test and

maintain, and will suggest defining a constant.

Consequently, students can better understand the
mistakes they make and what should be done to

create error-prone code.

Teachers can also use SilabMetrics tool to ana-

lyze the program code written by their students. In

this way teachers can understand where students

make mistakes in the process of learning program-

ming, orwhat they should do to improve the applied

instructional design. In this context teachers can
improve their own knowledge of students’ learning

process as well as assist their students in developing

programming knowledge and skills. Consequently,

students will learn to pay more attention to the

quality of the written code while learning program-

ming.

Writing and analyzing small segments of pro-

gram code lead to immediate detection of problems
in teaching and learning programming. In Lean

manufacturing this concept is called Poka-Yoke

[34, 45]. Poka-Yoke includes any mechanism in

the manufacturing process that prevents partici-

pants from making mistakes. The analysis of soft-

ware quality is a good example of application of the

Poka-Yoke concept in the process of teaching and

learning programming. In this way, it is possible to
correct partially done work, motion, and defects in

the early phases when it takes less time and effort for

their correction. It directs students to write a pro-

gram code that is in compliance with defined soft-

ware quality model.

Software quality standards provide students and

teachers with good insight into software systems

quality. Therefore, we can say that software quality

standards are related to all stakeholders in the

process of teaching and learning programming.

Although the implementation of Lean approach

in software engineering is not new [33, 36, 38, 46], it

is not typically applied to teaching and learning

programming. The proposed Lean approach in
the process of teaching and learning programming

is shown in Fig. 4. In order to present the process of

teaching and learning programming we have used

role/task-oriented perspective [47] in which a set of

tasks is performed by two different roles: student

and teacher. We can observe different tasks related

to each role aswell as different artifacts that are used

within specific tasks. Consequently, it is possible to
improve the process of teaching and learning pro-

gramming through continuous inspection and con-

tinuous improvement, as shown in Fig. 4.

As discussed in Section 2, the most important

concept of Lean approach is the elimination of

waste and the first step to achieve this goal is

waste detection. In the context of learning program-

ming, detection of waste refers to detection of
partially done work, motion, and defects in code

and software metrics violations. To this end the

Lean approach in learning programming involves

the implementation of the following concepts:

� Continuous inspection; refers to a continuous

inspection of the software quality, students’

knowledge, but also teachers’ knowledge and

the overall building process knowledge. We can

analyze the current result (program code), recog-

nize the shortcomings in the software quality, and
thus create the basis for improving the software

quality and the knowledge of all the participants

in the process of teaching and learning program-

ming. In our approach, Continuous inspection is

supported by SilabMetrics tool.

� Continuous improvement; involves a constant

effort to improve the software quality and the

process of teaching and learning programming.
As a result of using SilabMetrics tool we obtain

quantitative indicators on software quality (e.g.,

compliance with the software metrics, violated

software metrics, number of defects, defects

Software Quality Standards and Lean Approach in Teaching and Learning Programming 1349
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severity). These software metrics are in compli-

ance with a defined software quality model. In

other words, SilabMetrics makes it possible to

perform the analysis of a programming tasks
right after its completion, realize its shortcomings

and make the required improvements. The new

solution can also be analyzed and improved in

order to obtain the desired level of software

quality.

Continuous inspection and continuous improve-

ment of software quality allows changes in software
at the time when they are needed, which leads to less

waste and explicitly affects the software quality. In

addition, continuous inspection and continuous

improvement of program code prevents one pro-

gramming error from repeating several times.

3.2 SilabMetrics software quality tool

The described approach is independent of the pro-

gramming language, problem domain as well as the

size and type of software systems that students

develop. We have developed the SilabMetrics soft-

ware quality tool that performs static analysis of
program code to prove the feasibility of this

approach.

SilabMetrics tool is language dependent: it sup-

ports static code analysis in Java which is object-

oriented language. This implies that we currently

support object-oriented programming paradigm.

On the other hand, Java is one of the most popular
programming languages used in software develop-

ment. The tool is integrated with NetBeans devel-

opment environment to improve the learning

process. It is based on SonarQube software quality

tool that contains SQALE quality model [48, 49].

SQALE quality model is based on the principles

defined in ISO/IEC 9126 standard. The following

software characteristics are defined by the Silab-
Metrics software tool: Changeability, Efficiency,

Maintainability, Portability, Reliability, Reusabil-

ity, Security, and Testability. SilabMetrics supports

software quality characteristics and software

metrics previously defined in SQALE standard. In

this way students can develop theoretical and prac-

tical knowledge related to industrial software qual-

ity standard and the best practice in the software
development process.

These characteristics are applicable to every soft-

ware system and thus ensure consistent terminology

in defining the quality of a software product as

well as the framework for the specification of the

software quality requirements. SilabMetrics tool

includes over 100 software metrics (e. g. Depth of

InheritanceTree, CouplingBetweenClasses, Cyclo-
matic Complexity of the Class/Method) that are

used for measuring the quality of software system.

These characteristics and software metrics can be
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configured by a teacher in order to improve the

process of teaching and learning programming.

This could be a time consuming activity; on the

other hand, teachers can use predefined software

quality model.

A double click on the violation in the Silab-

Metrics tool opens a specific line of code in Net-

Beans development environment, which enables
detailed analysis of the violation and its correction,

as shown in Fig. 5. Thus, we can reduce motion and

discovery cost [38], i.e. the time it takes a student to

find the appropriate program code that can be used

as information or help in solving a given problem.

4. Evaluation

In order to verify the feasibility of the proposed

approach and assess its benefits for students learn-

ing to program, we conducted an empirical study.

The experiment was conducted with the students of

the Department of Software Engineering of a large

university. The experiment was part of a course on

Software Design where students acquire theoretical

and practical knowledge of the software develop-
ment process. The experiment was driven by the

following research questions:

� RQ1: Are software quality standards applicable
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in the process of teaching and learning program-

ming?

� RQ2: Is it possible to improve the process of

learning programming through continuous

inspection and continuous improvement of soft-

ware quality?
� RQ3: Can a software quality tool help students

develop programming skills?

4.1 Participants

There are many proposals related to empirical

studies in software engineering [50–54]. Some of

the questions that are in the focus of researchers
are related to an experimental design, the number

and kind of participants, data collection and analy-

sis procedures [53, 54].

The experiment included a total of 30 under-

graduate students who took our Software Design

course in the 2013–2014 academic year. The stu-

dents were randomly divided into experimental (15

students) and control (15 students) groups. The
students had different GPA scores achieved in

previously taken courses. In addition, there were

no differences between experimental and control

groups regarding GPA scores. The number of

participants corresponds to a usual number of

students in a computer classroom who attend

classes in this and similar courses in the software

engineering field. This ensures that all the partici-
pants in the study have similar experience [53].

Complex relationships between students and tea-

chers (researcher) have raised several ethical dilem-

mas in empirical studies with students. Some

countries have legal regulations that obligate a

researcher to provide the Subject consent document

for participants [51]. However, our students volun-

teered to participate, so this kind of consent was not
used in this survey. Previously, all the students were

informed about the research goals, and research

policies, i.e. guaranteed anonymity, as well as the

fact that their participation will not affect grades in

any way. In this way, we have tried to contribute to

the research ethics, although our laws do not

provide any specific rules that pertain to this area.

4.2 Procedure

Both groups of students had the same traditional

lectures (theoretical part and practical laboratory

sessions). Laboratory sessions cover basic and

advanced concepts of object-oriented programming

in Java: classes and methods, inheritance, abstract

classes, interfaces, strings, exception handling, gra-

phical user interface, database programming, con-
current programming, and network programming.

In addition, the experimental group received addi-

tional classes on software system quality. Students

from the experimental group were also introduced

to SilabMetrics tool for a static analysis of software

quality. The goals of the course are completely

harmonized with the research goals, which

improves the pedagogical value [50] of the research.

There are twomainweaknesses that are related to

empirical studies with students [50]. The first relates
to the fact that the results of surveys conducted on

student population cannot be applied to experi-

enced software engineers, and the second is that in

this type of research results are often based on mini

projects, but such results cannot be applied to real

industry projects. It is important to point out that

this research does not suffer from any of mentioned

weaknesses. The results of research are related
specifically to the students as well as student pro-

jects, not on experienced engineers or industrial

projects. This makes the goal of the research in

full compliance with the environment in which the

research results shall be applied.

The experiment was focused on a programming

task to be solved and implemented in the Java

programming language. The students used the Net-
Beans development environment, and the teachers

provided them with all the necessary instructions

and explanations. Each student project was given a

grade. We used Larman’s software development

method [55], which includes the following phases:

gathering requirements, analysis, design, implemen-

tation, and testing. The first two phases, gathering

requirements and analysis, were conducted by fol-
lowing the teachers’ instructions. As a result of these

phases, user requirements, the structure and the

behavior of a software system were defined. The

structure of the software system was defined with

the domain model and the relational model, while

the behavior of the software systemwasdefinedwith

the system operations. Based on this, students were

working independently on design, implementation,
and testing phases. Each student project includes 10

use-cases previously approved by the teacher.

Architecture of a student project is shown in Fig.

6.We can observeModel-View-Controller architec-

ture. In addition, software development process is

guided by software quality standards.

The students’ projects from the experimental

group were reviewed from two perspectives: from
the teacher’s perspective and from the student’s

perspective. After the students implemented the

first version of their software systems, the teacher

performed a static analysis of the student’s solutions

using SilabMetrics tool. The teacher looked at the

indicators of software metrics violations, and thus

realized where students failed in the knowledge

development process. Based on these insights, the
teacher gave the students the necessary explanations

and instructions how to improve the quality of their

software systems. Next, students conducted the
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analysis of their program code using SilabMetrics

tool both before and after they improved their code.

Since the tool was integrated with NetBeans devel-

opment environment, students had the opportunity
to directly analyze and eliminate software metrics

violations. In addition, the experimental group was

requested to fill in a post-course questionnaire.

4.3 Instruments

In the static analysis process, we used the Silab-

Metrics software quality tool. Also, we used a

questionnaire-based survey. The questionnaire

was based on a five-point Likert-like scale with

values ranging from 1—strongly disagree to 5—

strongly agree. The questionnaire contained eight
closed questions related to the Lean approach and

the usability of the SilabMetrics software quality

tool. The question statements are given in Table 4.

4.4 Data analysis

We analyzed the violation of software metrics in the

students’ program code using descriptive statistics,

namely a mean and standard deviation. Software

metrics are objective, formalized measures used for

software system analysis [3]. In this way, we can

obtain feedback on a student’s software systems
quality. In addition, we calculated Cyclomatic com-

plexity [56] per class and per function. Cyclomatic

complexity is a software metric used to indicate the

complexity of a software system. It is a quantitative

measure related to different software quality attri-

butes, e.g., software maintenance [57] and software

testing [58]. Cyclomatic complexity measures con-

trol flow statements within a method and/or class
(e.g., if-then, if-then-else, case, break, return, and

continue). A method with high Cyclomatic com-

plexity contains multiple control flow statements

and vice versa; in this way, we can calculate student

projects complexity.

We also calculated Technical Dept. It is a quanti-

tative measure which aggregates all software

metrics and software quality attributes into a
single value. Technical Dept represents remediation

cost of all violations in the code [49]. Hours were

used as ameasurement unit, but other units could be

used as well [48]. Taking into account these char-

acteristics, Technical Dept gives good insight into a

student’s project quality in terms of the remediation

cost.

4.5 Results

According to the predefined model of software

quality, 120 software metrics were used to measure

the quality of a software system. By analyzing the

final version of the students’ program code, we

observed violations of 47 software metrics. Differ-
ent severity levels (Info, Minor, Major, Critical and

Blocker) are defined for violation of software

metrics. By analyzing the students’ programming

code, wemade some interesting observations. Fig. 7

shows the distribution of ametrics violation accord-

ing to the severity level for a control group. If we

observe the control group,most violations are at the

Major level, then at Minor and Critical level, and
finally at Info and Blocker level. On the other hand,

Fig. 8 shows the distribution of a metrics violation

according to the severity level for experimental

group. Most violations in the experimental group

are at the Minor and Major level.

Table 2 shows the quality of students’ software

projects, separately for control and experimental

groups. In particular, the table presents Cyclomatic
complexity (per class and per function) and the

number of violations in students’ software systems.

We can observe lower occurrence of metrics viola-

tion in the experimental group where the Silab-

Metrics tool was used for a static code analysis.

Mean score of software metrics violations in the

experimental group is 27.07, while themean score of

software metrics violations in the control group is
194.73. Also, we can observe that Cyclomatic com-

plexity in the experimental group is somewhat lower

than Cyclomatic complexity in the control group.

In addition, Table 3 shows Technical Dept of the

students’ software projects. This measure is calcu-

lated using SonarQube software quality tool. Tech-

nical Dept represents the time required to fix all

software metrics violations in the code. This means
that a student in the experimental group will need

5.90 hours to fix all issues and create error-prone

code. On the other hand, a student in the control

group will need 129.40 hours to remove all viola-
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Fig. 7. The distribution of a software metrics violation according to the severity level—Control Group.

Fig. 8. The distribution of a software metrics violation according to the severity level—Experimental Group.

Table 2. The quality of students’ software projects

Control group Experimental group

Cyclomatic
complexity Per
Class

Cyclomatic
complexity Per
Function Violations

Cyclomatic
complexity Per
Class

Cyclomatic
complexity Per
Function Violations

Mean score 8.08 2.01 194.73 Mean score 7.18 1.88 27.07

Standard
deviation

2.83 0.58 99.02 Standard
deviation

1.22 0.15 8.27



tions. This is an expected result taking into account

that students in the experimental group have to fix

lower number of issues.

Finally, 15 students from the experimental group
completed the post-course questionnaire. The

results are presented in Table 4. Lower value for

the question ‘‘Tool for static analysis of software

quality is simple and easy to use’’ indicates that the

usability of SilabMetrics tool should be improved.

Overall, the results suggest that the use of the soft-

ware quality standards and the tool for static

analysis of software quality enable students to
learn and develop programming skills easier.

5. Threats to validity

The small number of the participants in the experi-

ment limits any strong conclusions. Control and

experimental groups should contain more students

and students’ software projects should be more

complex in order to retrieve more reliable results.

In the process of teaching and learning program-
ming SilabMetrics tool has been used. This software

quality tool is language dependent: it supports static

code analysis in Java and object-oriented program-

ming paradigm. It would be useful if SilabMetrics

tool supported multiple programming paradigms

and multiple programming languages. On the other

hand, the proposed approach is independent of the

programming language and programming para-
digm: in another paradigm, different software qual-

ity indicators would be used.

In addition, students from the experimental

group were requested to complete the post-course

questionnaire in order to retrieve feedback about

proposed process of teaching and learning pro-

gramming. Although students were encouraged to

express their opinions, the questionnaire results
present subjective measure. Experimental group

should contain more students and questionnaire

statements should be improved in order to obtain

more reliable feedback.

6. Discussion

The experiment results indicate that the Lean soft-

ware development method and software quality

standards can be incorporated in the process of
teaching and learning programming. A fundamen-

tal principle applied in teaching and learning pro-

gramming is the detection and elimination of waste

(in terms of software quality violations, partially

done work, motion, and defects) in the education

process.

Gomes and Mendes identify a lack of problem

solving abilities that many students show as one of
the reasons that cause learning problems [9]. We

believe that Lean approach, continuous inspection,

and continuous improvement can help detecting

and eliminating these problems. Students and tea-

chers apply aproactive approach to the learning and

teaching programming thus encouraging greater

engagement in the education process itself [43].

This allows students to gain practical experience
and gives the teachers an opportunity to instruct the

course in order to achieve the goals of the course

[42, 50].

The introduction of project based learning
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Table 3. Technical Dept. of students’ software projects

Control group Experimental group

Technical Dept
(in hours)

Technical Dept
(in hours)

Mean score 129.40 Mean score 5.90
Standard deviation 70.53 Standard deviation 5.54

Table 4. Questionnaire results for the experimental group

Question Mean score Standard deviation

This approach contributes to a better understanding of the programming. 4.93 0.26

This approach contributes to a better understanding of the software quality. 4.80 0.56

This approach contributes to a better understanding of the course lessons. 4.93 0.26

Knowledge developed in this way can be applied in the development of other software systems. 4.87 0.52

Integration of the tool for static analysis of software quality with NetBeans development
environment improves the process of learning programming.

4.87 0.35

Tool for static analysis of software quality is simple and easy to use. 4.40 1.12

Tool for static analysis of software quality makes finding bugs in code easier and faster. 4.93 0.26

This kind of tool would be useful and applicable to other phases of software development process
(e.g., gathering requirements, software design).

4.87 0.52



enables students to apply theoretical knowledge in

solving real-world problems [42, 44]. Inclusion of

the semester project in the course had a positive

impact on the students’ knowledge in learning

course concepts and promotes active learning

[42, 43].
The experiment results show significantly lower

occurrence of metrics violation if software quality

tool is used. Consequently, students will need less

time tofix all softwaremetrics violations in the code.

Instead of analyzing the quality of the final software

product we promote Lean manufacturing principle

of building-in quality into the product at the source

[59]. In this way, it is possible to timely detect
programming errors, make program improve-

ments, and learn on the base of these activities

[9, 60].

In addition, the questionnaire results indicate

that software quality standards and software qual-

ity tools could be interesting and motivating to

students in order to develop programming skills

and improve critical thinking. This could be espe-
cially important for the initial programming courses

[9, 13], as well as later courses taught to IT majors

only [11]. The results also indicate that the Silab-

Metrics tool should be improved. We will improve

the user interface with the visualization of software

metrics violations and simplify installation and

integration with NetBeans development environ-

ment.
We are in favor of incorporation of software

metrics-driven practice in teaching and learning

programming. It can complement test-driven learn-

ing approach [11, 61], which promotes test-first

perspective [62, 63]. In this way, it is possible to

perform static and dynamic analyses of software

quality, indicating a potential for increasing the

quality of student code [63, 64].
In addition, each software system is characterized

by software syntax correctness, software semantic

correctness, and software quality:

� Software syntax—provides a basis for the devel-

opment of a software system. If we observe

imperative, static-typed programming languages,
software syntax correctness can be verified at the

compile time using compiler and software system

building tools. If the software system is syntacti-

cally incorrect, the compiler will terminate the

software compiling process. In this case the

compiler displays a description of the problem,

as well as the instructions on how to resolve the

problem. Consequently, syntax errors can be
easily corrected.

� Software semantics—can be verified using a

software debugger tool, software testing, code

inspections, design walkthroughs, prototype

simulations etc. In this way, we can verify that

the software system is implemented in compliance

with functional requirements.

� Software quality—can be defined as ‘‘an effective

software process applied in a manner that creates

a useful product that provides measurable value
for thosewhoproduce it and thosewho use it’’ [3].

In this way, we can verify that the software system

is implemented in compliance with non-func-

tional requirements. Non-functional require-

ments are usually called quality attributes of the

software system [65].

A precondition for software semantic analysis
and software quality analysis is syntax correctness

of the software system.Unlike syntax errors, seman-

tic errors and software quality errors are much

harder to notice: they cannot be noticed by compil-

ing the software system. On the basis of software

syntax, software semantic, and software quality we

can observe four different situations, as shown in

Fig. 9:

1. Software syntax correctness is verified; soft-

ware semantic correctness and software quality

are not verified: this means that a software

system contains software development gap.

2. Software syntax correctness and software

semantic correctness are verified; software

quality is not verified: this means that software
system contains a software quality gap.

3. Software syntax correctness and software qual-

ity are verified; software semantic correctness is

not verified: this means that software system

contains a software semantic gap.

4. Software syntax correctness, software semantic

correctness, and software quality are verified:

this means that the software is in compliance

with a software development process.

On the other hand, Lahtinen, Ala-Mutka, and

Järvinen have argued that finding bugs in programs

is one of the most difficult issues in programming

courses [16]. The SilabMetrics software quality tool

allows students and teachers to focus on program

code, software metrics, and software metrics viola-
tions. In this context, teaching and learning pro-

gramming is based on software quality standards,

which is supported by industrial software develop-

ment tools. Taking into account that one of the

major educational objectives in teaching program-

ming is to teach students to develop good programs

and not only to learn programming syntax [66],

students can develop theoretical and practical
knowledge related to best practices applied in the

software development industry, which conse-

quently leads to more ‘‘ready-to-perform’’ gradu-

ates [35]. Furthermore, students can easily adapt to
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new emerging software engineering technologies

[11].

In software engineering education process, we

can observe multiple key stakeholders: students,
teachers, researchers and industry [4, 67]. We

strongly believe that the implementation of the

Lean approach and software quality standards in

software engineering education process can signifi-

cantly contribute to all stakeholders.

We believe that software quality analysis if

applied in the learning process may bring numerous

benefits to students:

� Students can efficiently apply the acquired

knowledge,

� Students are able to understand where they are
wrong in the learning process,

� Through the feedback, students can improve

their knowledge,

� Students become aware of the software quality

importance and can be quickly incorporated into

the software industry with respect to company

standards and best practices related to the soft-

ware development process.

We also believe that software quality analysis in

the teachingprocessmaybring numerous benefits to

teachers:

� Teachers are able to understand where students

make mistakes in the learning process,

� Teachers are able to understand where they are
wrong in guiding the knowledge development,

� Through the feedback teachers can improve their

knowledge,

� Through the feedback teachers can build students

knowledge in a different way.

7. Conclusions

This paper presents software quality standards and

the Lean software development method and their

application in the process of teaching and learning

programming. We have implemented the Lean
approach with a focus on creating a value for

students and teachers, which is achieved by contin-

uous inspection and continuous improvement of

software quality. In this way, it is possible to

timely detect defects, make program improvements,

and learn on the base of these activities. In addition,

teachers could modify the course in order to guide

knowledge development.
Although the experimentwas limited in scope and

number of participants, the results indicate that the

software quality standards and the Lean approach

can be successfully implemented in the process of

teaching and learning programming. The introduc-

tion of project based learning enables students to

apply theoretical and practical knowledge to sol-

ving engineering problems. Students are guided to
write program codes that are in compliance with a

defined software quality model, which increases the

level of software quality and indicates the improve-

ment of the process of teaching and learning. On the

other hand, programming is part of software con-

struction which is just one of the knowledge areas

defined in the Software Engineering Body of

Knowledge. Therefore, in further research we will
investigate how this approach can be applied within

other knowledge areas in software engineering

education process (e.g., Lean approach in software

requirements gathering, Lean approach in software

testing, Lean approach in software maintenance).

We will continue to explore the importance of soft-
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ware quality standards for the learning process and

design tools to support this process.
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